**Q8: Minimum Spanning Tree for a Power Grid**: Implement **Kruskal’s algorithm** to find the **minimum spanning tree (MST)** for a power grid system connecting cities. Each city is a node, and each connection between cities has a cost.
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<script>

function findMST() {

const edgesInput = document.getElementById('edgesInput').value.trim();

const edges = edgesInput.split('\n').map(line => {

const [city1, city2, cost] = line.split(' ');

return { city1, city2, cost: parseInt(cost) };

});

edges.sort((a, b) => a.cost - b.cost); // Sort edges by cost

const parent = {};

const rank = {};

// Helper functions for union-find

function find(city) {

if (parent[city] !== city) {

parent[city] = find(parent[city]); // Path compression

}

return parent[city];

}

function union(city1, city2) {

const root1 = find(city1);

const root2 = find(city2);

if (root1 !== root2) {

if (rank[root1] > rank[root2]) {

parent[root2] = root1;

} else if (rank[root1] < rank[root2]) {

parent[root1] = root2;

} else {

parent[root2] = root1;

rank[root1]++;

}

}

}

// Initialize union-find structures

edges.forEach(edge => {

if (!parent[edge.city1]) {

parent[edge.city1] = edge.city1;

rank[edge.city1] = 0;

}

if (!parent[edge.city2]) {

parent[edge.city2] = edge.city2;

rank[edge.city2] = 0;

}

});

const mst = [];

let totalCost = 0;

// Kruskal's algorithm

for (const edge of edges) {

if (find(edge.city1) !== find(edge.city2)) {

mst.push(edge);

totalCost += edge.cost;

union(edge.city1, edge.city2);

}

}

// Output the MST

const resultElement = document.getElementById('result');

resultElement.textContent = `Minimum Spanning Tree:\n${mst.map(edge => `${edge.city1} - ${edge.city2} : ${edge.cost}`).join('\n')}\n\nTotal Cost: ${totalCost}`;

}

</script>
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